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Abstract

An algorithm for approximating arbitrary NURBS curves with biarcs is presented. The main idea is to approximate the NURBS curve with
a polygon, and then to approximate the polygon with biarcs to within the required tolerance. The method uses a parametric formulation of
biarcs appropriate in geometric design using parametric curves. The method is most useful in numerical control to drive the cutter along
straight line or circular paths. © 2002 Elsevier Science Ltd. All rights reserved.
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1. Introduction

Approximating data, points, lines or arbitrary curves,
with curves of various forms is an essential operation in
engineering design. Approximation by straight lines and
circular arcs is of particular importance because of the
simplicity of these curves, and because of the capability
of the milling machines to move along straight line and
circular paths [12,19]. Approximations to data by c’ [16],
and by G' arcs [7,9,15,18,21,22,25,26] have been investi-
gated in the past. Approximations to given curves
[1,4,8,10,11,14,15,22,24,27] have also been the subject of
extensive research. Because of the restrictions inherent in
circle approximation, biarc approximation is by far not as
well studied as the approximation of data by splines.

This paper presents a method of approximating a NURBS
curve by a set of biarc curves to within a user specified
tolerance. The main ideas of the method are summarized
as follows:

e approximate the NURBS curve by a polygon to within a
certain tolerance;

e approximate the polygon with biarcs whose end points lie
on the curves, and whose end tangents are the tangents of
the curve taken at the end points of the biarc; and

e hook up the biarcs into a G' curve that lies from the given
curve within tolerance.
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The organization of the paper is as follows. In Section 2 a
biarc formulation is given, followed by Section 3 where
details on the approximation method are presented. Some
tests and examples are found in Section 4 before the paper is
closed with some conclusions.

2. Biarc formulation

Biarcs appeared in the engineering design literature as
early as the 1970s [2,3,21], and research has continued,
although quite modestly, wuntil the present day
[9,13,15,20,22,23,26]. The idea of using two arcs instead
of one is due to the fact that a circular arc cannot match
two end-point and two end-tangent conditions. Choosing
two curves, i.e. a piecewise curve, these conditions are
nicely met. More precisely, given two points Py and P.,
and two unit end tangents T, and T,, |T,| = |T.| = 1, a piece-
wise circular arc is sought so that:

e it passes through P, and P,;
e it is tangential at P to T, and at P, to T,; and
e the arcs join in G' continuity.

In the general case two arcs are satisfactory, however, some
special cases require four arcs.

The great majority of biarc formulations are coordinate
system dependent, calculating the respective radii based on
angles and trigonometry. While this is a correct approach, it
is not appropriate in the world of parametric curves. Below
we give a derivation that is coordinate systems independent
and relies on the well established NURBS formulation.
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Fig. 1. Biarc formulation.

Referring to Fig. 1, the unknown control points Py, P5 and
Py’ are sought. Below, the Euclidean projections Py, P, and
P; are computed first, then appropriate weights are assigned
to them. Since the end tangents are assumed to be of unit
lengths, we get
P,=—P p + % p,

a a+ B (1)

Pl :PO + aTs

P, =P, — BT,
Because the control triangle of a circle must be an isosceles
triangle [17], the following must hold

PPyl =a  |PP3| =B (2)
which is equivalent to

(P, —P,)-(P, —Py) = o’ (P, — P3)(P, —P3) =

3

Substituting P, and P; into the equation of P,, the difference
vectors are computed as follows:

Pl—PzzaiB[V+aTs+,BTe] (4)
P2—P3:af’8[V+aTs+,BTe] (5)

where V =P, + P,. Computing the dot products in Eq. (3),
after simplifications one gets

V-V + 2aV-T, + 2BV-T, + 2aB(T T, — 1) =0 (6)

The only unknowns in Eq. (6) are the constants o and .
Various conditions can be imposed on the ratio a/f to have
a unique solution. The choice that was made in this research
is to set & = 3, after which the general equation reduces to

V-V + 2aV(T + T,) + 2*(T, T, — 1) =0 (7

Eq. (6) is similar to the one found in Ref. [13] and the choice
of & = B is consistent with that of Ref. [20]. This choice not
only makes computations simple, it becomes critical in
reproducing circular data. In the general case, Eq. (7)
always has a positive root which, together with Eq. (1),
uniquely determines the unknown control points.

The attractive feature of the above formulation is that

special cases are easily identified and computed. These
cases appear when

T, T, = {I,—1}  V{(T, +T,)=0 (8)

The first condition implies that the end tangents are parallel,
whereas the second states that the vector sum of the end
tangents is perpendicular to the chord joining the end points.
In the case of parallel end tangents biarcs, can be
constructed without solving the quadratic equation. The
second type of special case is solved by piecing two biarcs
together at the midpoint of the chord joining the end points,
using the tangent as the bisector of the end tangent direc-
tions [18].

To express the biarcs in NURBS form, in addition to the
control points, knot values and weights are also needed. For
a two-arc biarc curve let ¢ be a parameter value computed as

|P()P2|

1= oo 55T ©))
[PoPy| + [P,P,]|

then the knot vector is simply

U=1{0,0,0,¢11,1,1} (10)

which can be rescaled to any other span to yield a more
general form

U={up=uy = up,uz = g, us = ug = uy} (11)
The weights are assigned as follows [17]:

wy = cos(ay) w3 = cos(ay)

12)

W0:W2:W4:1

where « and «, denote the half sweep angles of the first and
the second arc, respectively.

3. NURBS approximation
For notational convenience, we start with curve defini-

tion. A general NURBS curve of degree p is defined as
follows [17]:

Cu) = > N;,wP} (13)
=0

where P;" are the weighted control points, and N;,,(u) are the
normalized B-splines defined over the knot vector

U:{Mo =T Uy U U Uy ] = = U g4 }
N— ~~ -

~

p+1 p+1
(14)
Given a user defined tolerance €, a piecewise G biarc curve
is sought so that the biarc does not deviate from the curve

more than €. That is, for any given point P lying on the

piecewise biarc,
() —P|<e  (C(n) -P)C(r)=0 (15)

where 1, is the parameter corresponding to the projection of
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Fig. 2. Polygonal decomposition.

P onto the NURBS curve. To obtain such an approximation,
the following conceptual procedure is applied, Fig. 2:

e obtain a polygonal approximation of the NURBS curve to
within the tolerance €/2;

e offset the polygon by €/2 in each direction to obtain a fat
polygon of width €; and

e construct the piecewise G' biarc curve that lies within the
fat polygon.

Because of the €/2 polygonal approximation, the original
NURBS curve lies entirely within the fat polygon. If the G'
biarc also lies within the fat polygon, it approximates the
curve to within e. Therefore, the first objective is to get a
fast and reliable polygonal decomposition of NURBS
curves.

3.1. Polygonal decomposition

There are essentially two kinds of polygonal decomposi-
tions: (1) parametric; and (2) geometric. The parametric
decomposition computes a set of parameters where the
vertices of the polygon are assumed. To avoid the computa-
tion of expensive quantities such as curvature, equally
spaced parameters are computed. If the curve is parameter-
ized on [0, 1], the number of points is computed as follows

[5]:

1 M

where M is a bound on the second derivative. Given n, the
polygonal decomposition entails computing points at 1/n
increments. While this is a very simple method, and it
works quite well for large tolerances, it has a number of
shortcomings:

e it is parameterization dependent, i.e. different parameter-
izations of the same curve may give drastically different
derivatives and hence number of points;

e computing a sharp bound on the second derivative is a

challenging problem, especially for rational curves; and
e the formula tends to oversample the curve quite a bit
causing a slow down in the algorithm (see Table 1).

The geometric decomposition is essentially a classical
subdivision scheme based on the convex hull property of
NURBS [6]. The process is outlined as follows.

1. Decompose the NURBS curve into piecewise Bézier
segments.
2. For each Bézier piece (P, ..., P,) do:
2.1. Initialize a stack with the curve 4
2.2. While the stack is not empty do
2.2.1. # < Pop the stack
2.2.2. If # is straight, output line (I[P, P,].
2.2.3. Else, subdivide 4 at one-half the parameter
range.
2.2.4. Add the right and the left pieces to the stack.

The subcurve Z[P,, ...
distances

, P,] is declared straight if the

d(e, J[PO,P,,]) <e i=1,p—1 (17)
where /[Py, P,] denotes the straight line between P and P,
The reason why the NURBS is decomposed into Bézier is
twofold: (1) the individual Bézier pieces tend to be simple;
and (2) subdividing the Bézier is cheaper than subdividing
the NURBS.

A comparison of the two methods is found in Table 1
using the test curve shown in Fig. 2. n, and n, denote the
number of polygon vertices required by the parametric and
the geometric processes, respectively.

It is evident that for high precision manufacturing the
derivative based method provides a prohibitively large
number of points. Even in the range of 10 *~10"* it over-
samples by an average factor of 25. Therefore, in this
research, the geometric method was chosen.

3.2. Error control

Given a subset of the vertices Py, ..., P., the objective is to
check if the biarc, fitted to P, P, and the tangents there, is
acceptable for approximation. That is, the biarc must be
within €/2 of the polygon P, ..., P.. The central element
of the error control is the computation of the distance
between a line segment PQ and a circular arc, Fig. 3.
Assuming that both points are within the sweep angle of
the arc, the distance is defined as follows:

Table 1

€ 107! 1072 1073 1074 1073 1076 1077 1078 107°

n, 56 224 889 3521 14,000 57,741 221,886 883,344 3,516,646
ng 7 14 38 127 422 1238 4002 13,356 39,427
ny/ng 8.0 16.0 23.4 27.7 332 46.6 55.4 66.1 89.2
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Fig. 3. Distance of line segment and circular arc.

d = max(dy, dy, ) (18)
where
d,=d(P,P,) d,=d(Q.Q.)
{d(M,Mc) if M € PQ (19)
me -1.0 otherwise

The point M is the perpendicular projection of the center C
onto the line segment PQ. If one of the points is not within
the sweep angle, the line segment is clipped with respect to

(c)

the bounding rays and the new segment is tested. If both
points are outside the sweep angle, the line segment is not
accepted, and a predefined distance, called UNDEFINED, is
returned.

Now, given a biarc curve and a polygon, the algorithm
proceeds as follows.

1. For each vertex, find the closest biarc. Note that a
polygon vertex can lie within the sweep angles of more
than one biarc.

2. For each polygon leg compute the distances from the
participating circles obtained in step one.

3. If the maximum of all non UNDEFINED distances is less
than the tolerance, the subset is accepted.

Several examples are shown in Fig. 4. Fig. 4(a) shows a
C-shaped biarc in which almost all points lie within the
sweep angles of both biarcs. The line segment toward the
middle of the biarc is split so that the first part is tested
against the first arc, whereas the second one is tested against
the second arc. An S-shaped example is given in Fig. 4(b).
Only one arc is visible from each point, and two polygon
legs must be split for successful error check. Fig. 4(c) shows
the special case when the vector sum of the end tangents is
perpendicular to the chord. Several points are visible from
three arcs, and only one leg split is necessary as all points lie
within the respective closest arc, except one. The special
case of a straight line, defined by collinear end tangents, is
illustrated in Fig. 4(d). All points must project to the internal
part of the line segment and must be within tolerance.

(b)

kK o Ko Ky o

(d)

Fig. 4. (a) C-shaped biarc with point subset. (b) S-shaped biarc with point subset. (c) Four-segment biarc with point subset. (d) Degenerate biarc with point

subset.
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3.3. Biarc fitting

Given the biarc formulation and the error control mechan-
ism, a very robust algorithm can be designed to approximate
arbitrary NURBS curves. The major steps of the algorithm
are outlined below.

1. Decompose the NURBS curve into segments of at least
C' continuity. That is, extract segments from the input
curve that have knots of multiplicity less than the degree.
The rationale behind this step is to capture local phenom-
ena such as cusps or straight line segments. If a profile
curve contains corners, lines and arcs, these segments are
normally pieced together by knots of multiplicity equal to
the degree.
2. For each at least C' smooth curve get a biarc approx-
imation, and piece the biarcs together. The important
steps are as follows.
2.1. Get a polygonal decomposition for €/2. Store both
the polygon vertices as well as the parameters where
these vertices are assumed.
2.2. Compute the unit tangents at the polygon vertices.
2.3. Segment the vertex set into a subset so that the
fitted biarcs satisfy the tolerance requirement.
2.4. Piece the biarcs together into a G' NURBS curve
for compact storage. The knot vector is computed from
the chord length parameterization of the junction
points as outlined for two segments above.

The critical part of the algorithm is the segmentation of the
data set. The method is explained as follows. Let us denote
the biarc by % = {P,T,,P,,T.}. Now, given a set of

vertices Py, ..., Pg, an index set Iy, ..., I, is sought so that
the biarcs
B, = {P,,,T,,,P,M,T,M}J:o,...,r—1 (20)

are all within tolerance from the polygonal approximation,
and their number r is optimum in some way. Optimality can
be in many forms, e.g. minimum number of arcs, minimum
average error, minimum range of curvature, etc. Experience
shows that computing such an optimum is fairly expensive
and may not even yield aesthetically acceptable curves. The
method that was applied is a simple search technique that
tries to find the longest arc once a start point and a start
tangent are computed. The algorithm is explained as
follows.

1. ks=0; kd=K;
2. While (ks < K) do
2.1. ke = min(ks + kd, K); kIl = ks; kr = ke; ext = yes;
2.2. While (kl # ke) do
22.1.Get # = {Pks’ Tksv Pke’ Tke}'
2.2.2. Check error of approximation
2.2.3. If within tolerance
2.2.3.1. If (ext =yes and ke < K) ke = min(ks +
kd,K); kr = ke;

2.2.3.2. Else, save control points; kI = ke;
2.2.4. Else, kr = ke; ext = no;
2.2.5. If (ext = no) ke = (kl + kr)/2;
2.3. kd = max(1, ke — ks); ks = ke,

The method first finds the longest arc starting from the
beginning. Once the first arc is found, the increment kd is
set to be the difference between the start and end indexes.
The idea is borrowed from computer graphics and is called
the coherence principle. That is, it is expected that the i-th
segment approximates about the same number of vertices as
the (i — 1)-th one did. If it happens that the i-th segment is
immediately within tolerance, the end index ke is extended
(hence the use of the flag ext). Binary search commences
once the point set Py, ..., P, cannot be approximated by one
arc within the required tolerance.

Even though the above segmentation method is not
strictly optimal, practical experience shows that the distri-
bution of biarcs is in line with the designer’s expectations.
Additionally, the coherence principle based search makes
the algorithm quite fast as each new biarc construction
requires no more than a few iterations.

Fig. 5 shows the working of the algorithm. The biarcs
with control points (solid curve) and the original curve
(dashed) are presented in Fig. 5(a) using € = 0.02. For better
visualization, the control points are turned off in Fig. 5(b).
Fig. 5(c) is the critical figure that shows all three curves, the
original curve (dashed), the biarc approximation (solid) as
well as the polygonal approximation (solid), are within the
fat polygon. Fig. 5(d)—(f) present curvature plots for toler-
ances 0.02, 10 *and 107 , respectively. Notice the tremen-
dous change in curvature along the original curve. The
objective of biarc approximation is to reproduce the shape
of this curve with a step function. This clearly indicates that
the curves that are more suitable for biarc approximation are
the ones that have smoothly changing curvature. It took a
tight tolerance of 10~ to recapture the details of the curva-
ture plot, Fig. 5(f). Notice that the two plots do not overlap
due to the difference in parameterization of the two curves
(the original NURBS curve and its biarc approximation).
Nevertheless, both the shape of the curvature plot as well
as the peaks are reasonably well reproduced.

4. Tests and examples

The above algorithm has been tested on a variety of data
sets, including both open and closed curves. We were able to
approximate arbitrary NURBS curves in real time up to
1077 tolerance on a Windows workstation. Error checks
have also been performed and found that the approximation
was well within the given tolerance, i.e. in most cases the
maximum error was found to be slightly more than half the
required tolerance.

Two more test cases are presented in Figs. 6 and 7. Fig.
6(a) shows the biarc approximation of a straight curve and a
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Fig. 5. (a) Biarc approximation: € = 0.02. (b) Biarc approximation, control points turned off: € = 0.02. (c) Biarc approximation with fat polygon: e = 0.02. (d)
Curvature plots; € = 0.02. (e) Curvature plots: € = 0.0001. (f) Curvature plots: € = 0.00001.

cusp using € =0.01. The curvature plots are shown in
Fig. 6(b) and (c) for tolerances of 107 and 1075,
respectively. Notice how well the peaks as well as the
shape of the curvature plot is approximated.

A shoe insole design is illustrated in Fig. 7. The insole
was obtained by interpolation of digitized points, and
subsequently it was approximated by biarc. Fig. 7(a)
shows the original curve and its biarc approximation (with
control points) for € = 0.005. The curvature plots are in Fig.
7(b) and (c) for tolerances 0.005 and 1074, respectively.
Notice the overlap in the plots. This is because both curves
are parameterized the same way, i.e. using chord length
parameterization.

A legitimate question arises as to why not parameterize
the biarc the same way the original curve is parameterized.

The answer is twofold: (1) the biarc does not need any
parameterization, the one that is used is given for compact
storage only; and (2) many input curves are not well
parameterized and it is a bad idea to inherit a not so good
parameterization.

An interesting question is ‘how does the number of
circular arcs depend on the tolerance?’. Table 2 shows the
result of an empirical study on the curves of Figs. 5-7.

Table 2

€ 107! 1072 1073 107* 107 10°¢ 1077
Fig. 5 8 20 48 100 188 376 788
Fig. 6 8 20 36 52 116 220 432
Fig.7 16 36 72 148 284 604 1302
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Fig. 6. (a) Biarc approximation example: € = 0.01. (b) Curvature plots: € = 0.01; curvature plots: € = 0.00001.

)

(b)

(c)

Fig. 7. (a) Biarc approximation example: € = 0.005. (b) Curvature plots: € = 0.001. (c) Curvature plots: € = 0.0001.
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Practical tests confirmed that as the tolerance drops by an
order of magnitude, the number of segments roughly
double. This is actually quite a reasonable increase
considering that the decrease is tenfold.

5. Conclusions

A method to approximate arbitrary NURBS curves with
G' biarcs is presented. A special parametric formulation of
the biarc curves makes the method suitable in a NURBS
modeling environment. The algorithm is robust as virtually
all operations are geometric calculations, e.g. line intersec-
tions, point projections, and various vector operations such
as dot and cross products. Because of the simplicity of
computations, the algorithm performs in real time up to
about 1077 even on a regular Windows workstation. The
method is most appropriate in engineering applications
where the original curves have smoothly changing curva-
ture, and the output curves are required to be lines or arcs, or
where the application necessitates a piecewise curve with
piecewise constant curvature.
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